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**Question – 1**

**(Gas Station)**

**Problem Statement:**

Given two integer arrays A and B of size N. There are N gas stations along a circular route, where the amount of gas at station i is A[i].

You have a car with an unlimited gas tank and it costs B[i] of gas to travel from station i to its next station (i+1). You begin the journey with an empty tank at one of the gas stations.

Return the minimum starting gas station's index if you can travel around the circuit once, otherwise return -1.

You can only travel in one direction. i to i+1, i+2, ... n-1, 0, 1, 2.. Completing the circuit means starting at i and ending up at i again.

Input Format

The first argument given is the integer array A. The second argument given is the integer array B.

Output Format

Return the minimum starting gas station's index if you can travel around the circuit once, otherwise return -1.

Example Input

A = [1, 2] B = [2, 1]

Example Output

1

**Question – 2**

**(Majority Element)**

**Problem Statement:**

Given an array of size n, find the majority element. The majority element is the element that appears more than floor(n/2) times.

You may assume that the array is non-empty, and the majority element always exist in the array.

Example:

Input : [2, 1, 2]

Return : 2 which occurs 2 times which is greater than 3/2.

**Question – 3**

**Distribute Candy**

**Problem Statement:**

There are **N** children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

1. Each child must have at least one candy.

2. Children with a higher rating get more candies than their neighbours.

What is the minimum candies you must give?

**Input Format:**

The first and the only argument contains N integers in an array A.

**Output Format:**

Return an integer, representing the minimum candies to be given.

**Example:**

Input 1:

A = [1, 2]

Output 1:

3

**Question – 4**

**Problem Statement:**

Find the **longest increasing subsequence** of a given array of integers, **A**.

In other words, find a subsequence of array in which the subsequence’s elements are in strictly increasing order, and in which the subsequence is as long as possible.   
This subsequence is not necessarily contiguous, or unique.  
In this case, we only care about the **length** of the longest increasing subsequence.

**Input Format:**

The first and the only argument is an integer array A.

**Output Format:**

Return an integer representing the length of the longest increasing subsequence.

**Constraints:**

1 <= length(A) <= 2500

1 <= A[i] <= 2000

**Example :**

Input 1:

A = [1, 2, 1, 5]

Output 1:

3

**Question – 5**

**Unique Binary Search Trees**

**Problem Statement:**

Given **A**, generate all structurally unique BST’s (binary search trees) that store values **1…A**.

**Input Format:**

The first and the only argument of input contains the integer, A.

**Output Format:**

Return a list of tree nodes representing the generated BST's.

**Constraints:**

1 <= A <= 15

**Example:**

Input 1:

A = 3

Output 1:

**Question – 6**

**Max Rectangle in Binary Matrix**

**Problem Statement:**

Given a 2D binary matrix filled with 0’s and 1’s, find the largest rectangle containing **all ones** and return its area.

Bonus if you can solve it in O(n^2) or less.

**Example :**

A : [ 1 1 1

0 1 1

1 0 0

]

Output : 4

**Question – 7**

# Distinct Subsequences

**Problem Statement:**

Given two sequences **A**, **B**, count number of unique ways in sequence **A**, to form a subsequence that is identical to the sequence **B**.

**Subsequence :** A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, “ACE” is a subsequence of “ABCDE” while “AEC” is not).

**Input Format:**

The first argument of input contains a string, A.

The second argument of input contains a string, B.

**Output Format:**

Return an integer representing the answer as described in the problem statement.

**Constraints:**

1 <= length(A), length(B) <= 700

**Example :**

Input 1:

A = "abc"

B = "abc"

Output 1:

1

**Question – 8**

# Unique Paths in a Grid

**Problem Statement:**

Given a grid of size m \* n, lets assume you are starting at (1,1) and your goal is to reach (m,n). At any instance, if you are on (x,y), you can either go to (x, y + 1) or (x + 1, y).

Now consider if some obstacles are added to the grids. How many unique paths would there be?  
An obstacle and empty space is marked as 1 and 0 respectively in the grid.

**Example :**  
There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

**Note:** m and n will be at most 100.

**Question – 9**

# Max Product Subarray

**Problem Statement:**

Find the contiguous subarray within an array (containing at least one number) which has the largest product.  
Return an integer corresponding to the maximum product possible.

**Example :**

Input : [2, 3, -2, 4]

Return : 6

Possible with [2, 3]

**Question – 10**

# Ways to Decode

**Problem Statement:**

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message **A** containing digits, determine the total number of ways to decode it modulo **109 + 7**.

**Problem Constraints**

1 <= |A| <= 105

**Input Format**

The first and the only argument is a string **A**.

**Output Format**

Return a single integer denoting the total number of ways to decode it modulo **109 + 7**.

**Example Input**

Input 1:

A = "8"

Input 2:

A = "12"

**Example Output**

Output 1:

1

Output 2:

2

**Question – 11**

# Best Time to Buy and Sell Stocks I

**Problem Description**

Say you have an array, **A**, for which the **i**th element is the price of a given stock on day **i**.

If you were only permitted to complete at most one transaction (i.e, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

Return the **maximum** possible profit.

**Problem Constraints**

0 <= len(A) <= 7e5

1 <= A[i] <= 1e7

**Input Format**

The first and the only argument is an array of integers, A.

**Output Format**

Return an integer, representing the maximum possible profit.

**Example Input**

Input 1:

A = [1, 2]

Input 2:

A = [1, 4, 5, 2, 4]

**Example Output**

Output 1:

1

Output 2:

4

**Question – 12**

# Best Time to Buy and Sell Stocks II

**Problem Description**

Say you have an array, **A**, for which the **ith** element is the price of a given stock on day **i**.

Design an algorithm to find the maximum profit.

You may complete as many transactions as you like (i.e., buy one and sell one share of the stock multiple times).

However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Input Format:** The first and the only argument is an array of integer, A.

**Output Format:** Return an integer, representing the maximum possible profit.

**Constraints:** 0 <= len(A) <= 1e5 1 <= A[i] <= 1e7 **Example:**

Input 1:

A = [1, 2, 3]

Output 1:

2

**Question – 13**

# Best Time to Buy and Sell Stocks III

Say you have an array, **A**, for which the **ith** element is the price of a given stock on day **i**.

Design an algorithm to find the **maximum** profit. You may complete at most **2** transactions.

Return the maximum possible profit.

**Note:** You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Input Format:**

The first and the only argument is an integer array, A.

**Output Format:**

Return an integer, representing the maximum possible profit.

**Constraints:**

1 <= length(A) <= 7e5

1 <= A[i] <= 1e7

**Examples:**

Input 1:

A = [1, 2, 1, 2]

Output 1:

2

Explanation 1:

Day 0 : Buy

Day 1 : Sell

Day 2 : Buy

Day 3 : Sell

Input 2:

A = [7, 2, 4, 8, 7]

Output 2:

6

**Question – 14**

# Max Sum Path in Binary Tree

Given a binary tree **T**, find the maximum path sum.

The path may start and end at any node in the tree.

**Input Format:**

The first and the only argument contains a pointer to the root of T, A.

**Output Format:**

Return an integer representing the maximum sum path.

**Constraints:**

1 <= Number of Nodes <= 7e4

-1000 <= Value of Node in T <= 1000

**Question – 15**

# Regular Expression Match

Implement wildcard pattern matching with support for ‘?’ and ‘\*’ for strings **A** and **B**.

* ’?’ : Matches any single character.
* ‘\*’ : Matches any sequence of characters (including the empty sequence).

The matching should cover the entire input string (not partial).

**Input Format:**

The first argument of input contains a string A.

The second argument of input contains a string B.

**Output Format:**

Return 0 or 1:

=> 0 : If the patterns do not match.

=> 1 : If the patterns match.

**Constraints:**

1 <= length(A), length(B) <= 9e4

**Examples :**

Input 1:

A = "aa"

B = "a"

Output 1:

0

Input 2:

A = "aa"

B = "aa"

Output 2:

1

Input 3:

A = "aaa"

B = "aa"

Output 3:

0

Input 4:

A = "aa"

B = "\*"

Output 4:

1

Input 5:

A = "aa"

B = "a\*"

Output 5:

1

Input 6:

A = "ab"

B = "?\*"

Output 6:

1

Input 7:

A = "aab"

B = "c\*a\*b"

Output 7:

0

**Question – 16**

# Palindrome Partitioning II

Given a string **A**, partition **A** such that every substring of the partition is a palindrome.

Return the **minimum** cuts needed for a palindrome partitioning of **A**.

**Input Format:**

The first and the only argument contains the string A.

**Output Format:**

Return an integer, representing the answer as described in the problem statement.

**Constraints:**

1 <= length(A) <= 501

**Examples:**

Input 1:

A = "aba"

Output 1:

0

**Question – 17**

# Min Sum Path in Matrix

**Problem Description**

Given a 2D integer array **A** of size M x N, you need to find a path from top left to bottom right which minimizes the sum of all numbers along its path.

**NOTE:** You can only move either down or right at any point in time.

**Input Format**

First and only argument is an 2D integer array **A** of size M x N.

**Output Format**

Return a single integer denoting the minimum sum of a path from cell (1, 1) to cell (M, N).

**Example Input**

Input 1:

A = [ [1, 3, 2]

[4, 3, 1]

[5, 6, 1]

]

**Example Output**

Output 1:

9

**Question – 18**

# Min Jumps Array

Given an array of non-negative integers, **A**, of length **N**, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Return the **minimum** number of jumps required to reach the last index.

If it is not possible to reach the last index, return -1.

**Input Format:**

The first and the only argument contains an integer array, A.

**Output Format:**

Return an integer, representing the answer as described in the problem statement.

**Constraints:**

1 <= N <= 1e6

0 <= A[i] <= 50000

**Examples:**

Input 1:

A = [2, 1, 1]

Output 1:

1

Explanation 1:

The shortest way to reach index 2 is

Index 0 -> Index 2

that requires only 1 jump.

Input 2:

A = [2,3,1,1,4]

Output 2:

2

**Question – 19**

# Edit Distance

Given two strings **A** and **B**, find the minimum number of steps required to convert **A** to **B**. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

* Insert a character
* Delete a character
* Replace a character

**Input Format:**

The first argument of input contains a string, A.

The second argument of input contains a string, B.

**Output Format:**

Return an integer, representing the minimum number of steps required.

**Constraints:**

1 <= length(A), length(B) <= 450

**Examples:**

Input 1:

A = "abad"

B = "abac"

Output 1:

1

**Question – 20**

# Unique Binary Search Trees II

Given an integer **A**, how many structurally unique BST’s (binary search trees) exist that can store values **1…A**?

**Input Format:**

The first and the only argument of input contains the integer, A.

**Output Format:**

Return an integer, representing the answer asked in problem statement.

**Constraints:**

1 <= A <= 18

**Example:**

Input 1:

A = 3

Output 1:

5

**Question – 21**

# Word Break

Given a string **A** and a dictionary of words **B**, determine if **A** can be segmented into a space-separated sequence of one or more dictionary words.

**Input Format:**

The first argument is a string, A.

The second argument is an array of strings, B.

**Output Format:**

Return 0 / 1 ( 0 for false, 1 for true ) for this problem.

**Constraints:**

1 <= len(A) <= 6500

1 <= len(B) <= 10000

1 <= len(B[i]) <= 20

**Examples:**

Input 1:

A = "myinterviewtrainer",

B = ["trainer", "my", "interview"]

Output 1:

1

Explanation 1:

Return 1 ( corresponding to true ) because "myinterviewtrainer" can be segmented as "my interview trainer".

Input 2:

A = "a"

B = ["aaa"]

Output 2:

0

**Question – 22**

# Regular Expression II

Implement regular expression matching with support for '.' and '\*'.

'.' Matches any single character.  
'\*' Matches zero or more of the preceding element.

The matching should cover the entire input string (not partial).

The function prototype should be:

int isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → 0

isMatch("aa","aa") → 1

isMatch("aaa","aa") → 0

isMatch("aa", "a\*") → 1

isMatch("aa", ".\*") → 1

isMatch("ab", ".\*") → 1

isMatch("aab", "c\*a\*b") → 1

Return 0 / 1 ( 0 for false, 1 for true ) for this problem

**Question – 23**

# Jump Game Array

Given an array of non-negative integers, **A**, you are initially positioned at the 0th index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

**Input Format:**

The first and the only argument of input will be an integer array A.

**Output Format:**

Return an integer, representing the answer as described in the problem statement.

=> 0 : If you cannot reach the last index.

=> 1 : If you can reach the last index.

**Constraints:**  
1 <= len(A) <= 106  
  
0 <= A[i] <= 30

**Examples:**

Input 1:

A = [2,3,1,1,4]

Output 1:

1

**Question – 24**

# Interleaving Strings

Given **A**, **B**, **C**, find whether **C** is formed by the interleaving of **A** and **B**.

**Input Format:**\*

The first argument of input contains a string, A.

The second argument of input contains a string, B.

The third argument of input contains a string, C.

**Output Format:**

Return an integer, 0 or 1:

=> 0 : False

=> 1 : True

**Constraints:**

1 <= length(A), length(B), length(C) <= 150

**Examples:**

Input 1:

A = "aabcc"

B = "dbbca"

C = "aadbbcbcac"

Output 1:

1

Explanation 1:

"aa" (from A) + "dbbc" (from B) + "bc" (from A) + "a" (from B) + "c" (from A)

Input 2:

A = "aabcc"

B = "dbbca"

C = "aadbbbaccc"

Output 2:

0

**Question – 25**

# Word Break II

Given a string **A** and a dictionary of words **B**, add spaces in **A** to construct a sentence where each word is a valid dictionary word.

Return all such possible sentences.

**Note :** Make sure the strings are sorted in your result.

**Input Format:**

The first argument is a string, A.

The second argument is an array of strings, B.

**Output Format:**

Return a vector of strings representing the answer as described in the problem statement.

**Constraints:**

1 <= len(A) <= 50

1 <= len(B) <= 25

1 <= len(B[i]) <= 20

**Examples:**

Input 1:

A = "b"

B = ["aabbb"]

Output 1:

[]

Input 1:

A = "catsanddog",

B = ["cat", "cats", "and", "sand", "dog"]

Output 1:

["cat sand dog", "cats and dog"]

**Question – 26**

# Longest valid Parentheses

Given a string **A** containing just the characters **’(‘** and **’)’**.

Find the length of the **longest** valid (well-formed) parentheses substring.

**Input Format:**

The only argument given is string A.

**Output Format:**

Return the length of the longest valid (well-formed) parentheses substring.

**Constraints:**

1 <= length(A) <= 750000

**For Example**

Input 1:

A = "(()"

Output 1:

2

**Question – 27**

# Stairs

You are climbing a stair case and it takes **A** steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Input Format:**

The first and the only argument contains an integer A, the number of steps.

**Output Format:**

Return an integer, representing the number of ways to reach the top.

**Constrains:**

1 <= A <= 36

**Example :**

Input 1:

A = 2 Output 1:

2 Explanation 1:

[1, 1], [2] Input 2:

A = 3 Output 2:

3 Explanation 2:

[1 1 1], [1 2], [2 1]

**Question – 28**

# Swap List Nodes in pairs

Given a linked list, swap every two adjacent nodes and return its head.

For example,  
Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may not modify the values in the list, only nodes itself can be changed.

**Question – 29**

# Rotate List

Given a list, rotate the list to the right by k places, where k is non-negative.

For example:

Given 1->2->3->4->5->NULL and k = 2,  
return 4->5->1->2->3->NULL.

**Question – 30**

# Reorder List

Given a singly linked list

L: L0 → L1 → … → Ln-1 → Ln,

reorder it to:

L0 → Ln → L1 → Ln-1 → L2 → Ln-2 → …

You must do this in-place without altering the nodes’ values.

For example,  
Given {1,2,3,4}, reorder it to {1,4,2,3}.

**Question – 31**

# Sort List

Sort a linked list in O(n log n) time using constant space complexity.

**Example :**

Input : 1 -> 5 -> 4 -> 3

Returned list : 1 -> 3 -> 4 -> 5

**Question – 32**

# Remove Duplicates from Sorted List II

Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only distinct numbers from the original list.

For example,  
Given 1->2->3->3->4->4->5, return 1->2->5.  
Given 1->1->1->2->3, return 2->3.

**Question – 33**

# Merge Two Sorted Lists

Merge two sorted linked lists and return it as a new list.   
The new list should be made by splicing together the nodes of the first two lists, and should also be sorted.

For example, given following linked lists :

5 -> 8 -> 20

4 -> 11 -> 15

The merged list should be :

4 -> 5 -> 8 -> 11 -> 15 -> 20

**Question – 34**

# Remove Duplicates from Sorted List

Given a sorted linked list, delete all duplicates such that each element appear only once.

For example,  
Given 1->1->2, return 1->2.  
Given 1->1->2->3->3, return 1->2->3.

**Question – 35**

# Add Two Numbers as Lists

You are given two linked lists representing two non-negative numbers. The digits are stored in **reverse order** and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

Input: (2 -> 4 -> 3) + (5 -> 6 -> 4)  
Output: 7 -> 0 -> 8

342 + 465 = 807

Make sure there are no trailing zeros in the output list  
So, 7 -> 0 -> 8 -> 0 is not a valid response even though the value is still 807.

**Question – 36**

# Remove Nth Node from List End

Given a linked list, remove the nth node from the end of list and return its head.

For example,  
Given linked list: 1->2->3->4->5, and n = 2.  
After removing the second node from the end, the linked list becomes 1->2->3->5.

**Note:**

If n is greater than the size of the list, remove the first node of the list.

Try doing it using constant additional space.

**Question – 37**

# Partition List

Given a linked list and a value x, partition it such that all nodes less than x come before nodes greater than or equal to x.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,  
Given 1->4->3->2->5->2 and x = 3,  
return 1->2->2->4->3->5.

**Question – 38**

# Insertion Sort List

Sort a linked list using insertion sort.

We have explained Insertion Sort at Slide 7 of [Arrays](http://www.interviewbit.com/courses/programming/topics/arrays/)

[Insertion Sort Wiki](http://en.wikipedia.org/wiki/Insertion_sort#Algorithm) has some details on Insertion Sort as well.

**Example :**

Input : 1 -> 3 -> 2

Return 1 -> 2 -> 3

**Question – 39**

# List Cycle

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

Try solving it using constant additional space.

**Example:**

Input:

\_\_\_\_\_\_

| |

\/ |

1 -> 2 -> 3 -> 4

Return the node corresponding to node 3.

**Question – 40**

# Intersection of Linked Lists

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:

A: a1 → a2

↘

c1 → c2 → c3

↗

B: b1 → b2 → b3

begin to intersect at node c1.

**Notes:**

* If the two linked lists have no intersection at all, return null.
* The linked lists must retain their original structure after the function returns.
* You may assume there are no cycles anywhere in the entire linked structure.
* Your code should preferably run in O(n) time and use only O(1) memory.

**Question – 41**

# Reverse Link List II

Reverse a linked list from position m to n. Do it in-place and in one-pass.

For example:  
Given 1->2->3->4->5->NULL, m = 2 and n = 4,

return 1->4->3->2->5->NULL.

**Note:**  
Given m, n satisfy the following condition:  
1 ≤ m ≤ n ≤ length of list.

**Note 2:**  
Usually the version often seen in the interviews is reversing the whole linked list which is obviously an easier version of this question.

**Question – 42**

# Evaluate Expression

**Problem Description**

An arithmetic expression is given by a charater array A of size N. Evaluate the value of an arithmetic expression in Reverse Polish Notation.

Valid operators are +, -, \*, /. Each character may be an integer or an operator.

**Problem Constraints**

1 <= N <= 105

**Input Format**

The only argument given is character array A.

**Output Format**

Return the value of arithmetic expression formed using reverse Polish Notation.

**Example Input**

Input 1:

A = ["2", "1", "+", "3", "*"]*

*Input 2:*

*A = ["4", "13", "5", "/", "+"]*

*Example Output*

*Output 1:*

*9*

*Output 2:*

*6*

**Question – 43**

# Rain Water Trapped

**Problem Description**

Given an integer array **A** of non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

**Problem Constraints**

1 <= **|A|** <= 100000

**Input Format**

The only argument given is integer array A.

**Output Format**

Return the total water it is able to trap after raining.

**Example Input**

Input 1:

A = [0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1]

Input 2:

A = [1, 2]

**Example Output**

Output 1:

6

Output 2:

0

**Question – 44**

# Generate all Parentheses

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

Return 0 / 1 ( 0 for false, 1 for true ) for this problem

PROBLEM APPROACH :

Complete solution in hints.

**Question – 45**

# Largest Rectangle in Histogram

**Problem Description**

Given an array of integers **A** .

A represents a histogram i.e A[i] denotes height of the ith histogram's bar. Width of each bar is 1.

Find the area of the largest rectangle formed by the histogram.

**Problem Constraints**

1 <= |A| <= 100000

1 <= A[i] <= 1000000000

**Input Format**

The only argument given is the integer array A.

**Output Format**

Return the area of largest rectangle in the histogram.

**Example Input**

Input 1:

A = [2, 1, 5, 6, 2, 3]

Input 2:

A = [2]

**Example Output**

Output 1:

10

Output 2:

2

**Question – 46**

# Sliding Window Maximum

Given an array of integers **A**. There is a sliding window of size **B** which   
is moving from the very left of the array to the very right.   
You can only see the w numbers in the window. Each time the sliding window moves   
rightwards by one position. You have to find the maximum for each window.   
The following example will give you more clarity.

The array **A** is [1 3 -1 -3 5 3 6 7], and **B** is 3.

|  |  |
| --- | --- |
| **Window position** | **Max** |
| ———————————- | ————————- |
| [1 3 -1] -3 5 3 6 7 | 3 |
| 1 [3 -1 -3] 5 3 6 7 | 3 |
| 1 3 [-1 -3 5] 3 6 7 | 5 |
| 1 3 -1 [-3 5 3] 6 7 | 5 |
| 1 3 -1 -3 [5 3 6] 7 | 6 |
| 1 3 -1 -3 5 [3 6 7] | 7 |

Return an array **C**, where **C[i]** is the maximum value of from **A[i]** to **A[i+B-1]**.

**Note**: If **B** > length of the array, return 1 element with the max of the array.

**Input Format**

The first argument given is the integer array A.

The second argument given is the integer B.

**Output Format**

Return an array C, where C[i] is the maximum value of from A[i] to A[i+B-1]

**For Example**

Input 1:

A = [1, 3, -1, -3, 5, 3, 6, 7]

B = 3

Output 1:

C = [3, 3, 5, 5, 6, 7]

**Question – 47**

# Simplify Directory Path

Given a string **A** representing an absolute path for a file (Unix-style).

Return the string A after simplifying the absolute path.

**Note**:

1. Absolute path always begin with **’/’** ( root directory ).
2. Path will not have whitespace characters.

**Input Format**

The only argument given is string A.

**Output Format**

Return a string denoting the simplified absolue path for a file (Unix-style).

**For Example**

Input 1:

A = "/home/"

Output 1:

"/home"

Input 2:

A = "/a/./b/../../c/"

Output 2:

"/c"

**Question – 48**

# Min Stack

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* **push(x)** – Push element x onto stack.
* **pop()** – Removes the element on top of the stack.
* **top()** – Get the top element.
* **getMin()** – Retrieve the minimum element in the stack.

Note that all the operations have to be constant time operations.

Questions to ask the interviewer :

Q: What should getMin() do on empty stack?

A: In this case, return -1.

Q: What should pop do on empty stack?

A: In this case, nothing.

Q: What should top() do on empty stack?

A: In this case, return -1

**NOTE** : If you are using your own declared global variables, make sure to clear them out in the constructor.

**Question – 49**

# Kth Row of Pascal's Triangle

**Problem Description**

Given an index k, return the kth row of the Pascal's triangle.

Pascal's triangle: To generate A[C] in row R, sum up A'[C] and A'[C-1] from previous row R - 1.

**Example:**

Input : k = 3

Return : [1,3,3,1]

**Note**: k is 0 based. k = 0, corresponds to the row [1].

**Note**: Could you optimize your algorithm to use only O(k) extra space?

**Question – 50**

# Rotate Matrix

You are given an n x n 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

You need to do this in place.

Note that if you end up using an additional array, you will only receive partial score.

**Example:**

If the array is

[

[1, 2],

[3, 4]

]

Then the rotated array becomes:

[

[3, 1],

[4, 2]

]

**Question – 51**

# Max Sum Contiguous Subarray

Find the **contiguous** subarray within an array, **A** of length **N** which has the **largest sum**.

**Input Format:**

The first and the only argument contains an integer array, A.

**Output Format:**

Return an integer representing the maximum possible sum of the contiguous subarray.

**Constraints:**

1 <= N <= 1e6

-1000 <= A[i] <= 1000

**For example:**

Input 1:

A = [1, 2, 3, 4, -10]

Output 1:

10

Explanation 1:

The subarray [1, 2, 3, 4] has the maximum possible sum of 10.

Input 2:

A = [-2, 1, -3, 4, -1, 2, 1, -5, 4]

Output 2:

6

**Question – 52**

# Find Duplicate in Array

**Problem Description**

Given a read only array of n + 1 integers between 1 and n, find one number that repeats in linear time using less than O(n) space and traversing the stream sequentially O(1) times.

**Sample Input:** [3 4 1 4 1] **Sample Output:** 1 If there are multiple possible answers ( like in the sample case above ), output any one.

If there is no duplicate, output -1

**Question – 53**

# Merge Intervals

Given a set of non-overlapping intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

**Example 1:**

Given intervals [1,3],[6,9] insert and merge [2,5] would result in [1,5],[6,9].

**Example 2:**

Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] would result in [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10].

**Question – 54**

# Spiral Order Matrix I

Given a matrix of m \* n elements (m rows, n columns), return all elements of the matrix in spiral order.

**Example:**

Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return

[1, 2, 3, 6, 9, 8, 7, 4, 5]

**Question – 55**

# Repeat and Missing Number Array

There are certain problems which are asked in the interview to also check how you take care of **overflows** in your problem.  
This is one of those problems.  
Please take extra care to make sure that you are type-casting your ints to long properly and at all places. **Try to verify if your solution works if number of elements is as large as 105**

**Food for thought** :

* Even though it might not be required in this problem, in some cases, you might be required to order the operations cleverly so that the numbers do not overflow.  
  For example, if you need to calculate n! / k! where n! is factorial(n), one approach is to calculate factorial(n), factorial(k) and then divide them.  
  Another approach is to only multiple numbers from k + 1 ... n to calculate the result.  
  Obviously approach 1 is more susceptible to overflows.

You are given a read only array of n integers from 1 to n.

Each integer appears exactly once except A which appears twice and B which is missing.

Return A and B.

*Note: Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?*

*Note that in your output A should precede B.*

**Example:**

Input:[3 1 2 5 3]

Output:[3, 4]

A = 3, B = 4

**Question – 56**

# Merge Overlapping Intervals

Given a collection of intervals, merge all overlapping intervals.

**For example:**

Given [1,3],[2,6],[8,10],[15,18],

return [1,6],[8,10],[15,18].

Make sure the returned intervals are sorted

**Question – 57**

# Set Matrix Zeros

**Problem Description**

Given a matrix, **A** of size **M** x **N** of **0s** and **1s**. If an element is **0**, set its entire row and column to **0**.

**Note**: This will be evaluated on the extra memory used. Try to minimize the space and time complexity.

**Input Format:**

The first and the only argument of input contains a 2-d integer matrix, A, of size M x N.

**Output Format:**

Return a 2-d matrix that satisfies the given conditions.

**Constraints:**

1 <= N, M <= 1000

0 <= A[i][j] <= 1

**Examples:**

Input 1:

[ [1, 0, 1],

[1, 1, 1],

[1, 1, 1] ]

Output 1:

[ [0, 0, 0],

[1, 0, 1],

[1, 0, 1] ]

Input 2:

[ [1, 0, 1],

[1, 1, 1],

[1, 0, 1] ]

Output 2:

[ [0, 0, 0],

[1, 0, 1],

[0, 0, 0] ]

**Question – 58**

# Spiral Order Matrix II

Given an integer **A**, generate a square matrix filled with elements from **1** to **A2** in **spiral order**.

**Input Format:**

The first and the only argument contains an integer, A.

**Output Format:**

Return a 2-d matrix of size A x A satisfying the spiral order.

**Constraints:**

1 <= A <= 1000

**Examples:**

Input 1:

A = 3

Output 1:

[ [ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ] ]

Input 2:

4

Output 2:

[ [1, 2, 3, 4],

[12, 13, 14, 5],

[11, 16, 15, 6],

[10, 9, 8, 7] ]

**Question – 59**

# Largest Number

Given a list of non negative integers, arrange them such that they form the largest number.

**For example:**

Given [3, 30, 34, 5, 9], the largest formed number is 9534330.

Note: The result may be very large, so you need to return a string instead of an integer.

**Question – 60**

# First Missing Integer

Given an unsorted integer array, find the first missing positive integer.

**Example:**

Given [1,2,0] return 3,

[3,4,-1,1] return 2,

[-8, -7, -6] returns 1

Your algorithm should run in O(n) time and use constant space.

**Question – 61**

# Add One To Number

**Problem Description**

Given a **non-negative** number represented as an array of digits, add **1** to the number ( increment the number represented by the digits ).

The digits are stored such that the most significant digit is at the head of the list.

**NOTE:** Certain things are intentionally left unclear in this question which you should practice asking the interviewer. For example: for this problem, following are some good questions to ask :

* **Q :** Can the input have **0's** before the most significant digit. Or in other words, is **0 1 2 3** a valid input?
* **A :** For the purpose of this question, **YES**
* **Q :** Can the output have **0's** before the most significant digit? Or in other words, is **0 1 2 4** a valid output?
* **A :** For the purpose of this question, **NO**. Even if the input has zeroes before the most significant digit.

**Input Format**

First argument is an array of digits.

**Output Format**

Return the array of digits after adding one.

**Example Input**

Input 1:

[1, 2, 3]

**Example Output**

Output 1:

[1, 2, 4]

**Question – 62**

# N/3 Repeat Number

**Problem Description**

You're given a read only array of n integers. Find out if any integer occurs more than n/3 times in the array in linear time and constant additional space.

If so, return the integer. If not, return -1.

If there are multiple solutions, return any one.

**Example:**

Input: [1 2 3 1 1]

Output: 1

1 occurs 3 times which is more than 5/3 times.

**Question – 63**

# Pascal Triangle

**Problem Description**

Given numRows, generate the first numRows of Pascal's triangle.

Pascal's triangle : To generate A[C] in row R, sum up A'[C] and A'[C-1] from previous row R - 1.

**Example:**

Given numRows = 5,

Return

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

**Constraints:**  
0 <= numRows <= 25

**Question – 64**

# Maximum Consecutive Gap

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Try to solve it in linear time/space.

**Example :**

Input : [1, 10, 5]

Output : 5

**Return 0 if the array contains less than 2 elements.**

* You may assume that all the elements in the array are non-negative integers and fit in the 32-bit signed integer range.
* You may also assume that the difference will not overflow.

**Question – 65**

# Max Distance

**Problem Description**

Given an array **A** of integers, find the maximum of **j - i** subjected to the constraint of **A[i] <= A[j]**.

**Input Format**

First and only argument is an integer array A.

**Output Format**

Return an integer denoting the maximum value of j - i;

**Example Input**

Input 1:

A = [3, 5, 4, 2]

**Example Output**

Output 1:

2

**Example Explanation**

Explanation 1:

Maximum value occurs for pair (3, 4).

**Question – 66**

# Next Permutation

mplement the **next permutation**, which rearranges numbers into the numerically next greater permutation of numbers for a given array **A** of size **N**.

If such arrangement is not possible, it must be rearranged as the lowest possible order *i.e., sorted in an ascending order*.

**Note:**

1. The replacement must be in-place, do \*\*not\*\* allocate extra memory.

2. DO NOT USE LIBRARY FUNCTION FOR NEXT PERMUTATION. Use of Library functions will disqualify your submission retroactively and will give you penalty points.

**Input Format:**

The first and the only argument of input has an array of integers, A.

**Output Format:**

Return an array of integers, representing the next permutation of the given array.

**Constraints:**

1 <= N <= 5e5

1 <= A[i] <= 1e9

**Examples:**

Input 1:

A = [1, 2, 3]

Output 1:

[1, 3, 2]

Input 2:

A = [3, 2, 1]

Output 2:

[1, 2, 3]

Input 3:

A = [1, 1, 5]

Output 3:

[1, 5, 1]

Input 4:

A = [20, 50, 113]

Output 4:

[20, 113, 50]

**Question – 67**

# Palindrome Integer

**Problem Description**

Determine whether an integer is a palindrome. Do this without extra space.

A palindrome integer is an integer x for which reverse(x) = x where reverse(x) is x with its digit reversed. Negative numbers are not palindromic.

**Example** :

Input : 12121

Output : 1

Input : 123

Output : 0

**Question – 68**

# Verify Prime

Given a number N, verify if N is prime or not.

Return 1 if N is prime, else return 0.

**Example :**

Input : 7

Output : True

**Question – 69**

# Excel Column Number

**Problem Description**

Given a column title **A** as appears in an Excel sheet, return its corresponding column number.

**Problem Constraints**

1 <= |A| <= 100

**Input Format**

First and only argument is string A.

**Output Format**

Return an integer

**Example Input**

Input 1:

"A"

Input 2:

"AB"

**Example Output**

Output 1:

1

Output 2:

28

**Question – 70**

# Reverse integer

**Problem Description**

You are given an integer **N** and the task is to reverse the digits of the given integer. Return **0** if the result overflows and does not fit in a 32 bit signed integer  
  
Look at the example for clarification.

**Problem Constraints**

N belongs to the Integer limits.

**Input Format**

Input an Integer.

**Output Format**

Return a single integer denoting the reverse of the given integer.

**Example Input**

Input 1:

x = 123

Input 2:

x = -123

**Example Output**

Output 1:

321

Ouput 2:

-321

**Question – 71**

# Excel Column Title

**roblem Description**

Given a positive integer **A**, return its corresponding column title as appear in an Excel sheet.

**Problem Constraints**

1 <= A <= 1000000000

**Input Format**

First and only argument is integer A.

**Output Format**

Return a string, the answer to the problem.

**Example Input**

Input 1:

A = 1

Input 2:

A = 28

**Example Output**

Output 1:

"A"

Output 2:

"AB"

**Question – 72**

# Grid Unique Paths

A robot is located at the top-left corner of an **A x B grid** (marked ‘Start’ in the diagram below).

![Path Sum: Example 1](data:image/png;base64,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)

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked ‘Finish’ in the diagram below).

How many possible unique paths are there?

Note: A and B will be such that the resulting answer fits in a 32 bit signed integer.

**Example :**

Input : A = 2, B = 2

Output : 2

2 possible routes : (0, 0) -> (0, 1) -> (1, 1)

OR : (0, 0) -> (1, 0) -> (1, 1)

**Question – 73**

# Trailing Zeros in Factorial

**Problem Description**

Given an integer **A**, return the number of trailing zeroes in A!.

**Note**: Your solution should be in logarithmic time complexity.

\*\*Problem Constraints\*\*

1 <= A <= 10000

\*\*Input Format\*\*

First and only argumment is integer A.

\*\*Output Format\*\*

Return an integer, the answer to the problem.

\*\*Example Input\*\*

Input 1:

A = 4

Input 2:

A = 5

\*\*Example Output\*\*

Output 1:

0

Output 2:

1

**Question – 74**

# All Factors

Given a number N, find all factors of N.

**Example:**

N = 6

factors = {1, 2, 3, 6}

Make sure the returned array is sorted.

**Problem Approach:**

VIDEO : https://www.youtube.com/watch?v=dolcMgiJ7I0

Complete code in the hint.

**Question – 75**

# Monkeys and Doors

There are 100 doors, all closed.   
In a nearby cage are 100 monkeys.

The first monkey is let out and runs along the doors opening every one.   
The second monkey is then let out and runs along the doors closing the 2nd, 4th, 6th,… - **all the even-numbered doors**.   
The third monkey is let out. He attends only to the 3rd, 6th, 9th,… doors **(every third door, in other words)**, closing any that is open and opening any that is closed, and so on.   
After all 100 monkeys have done their work in this way, what state are the doors in after the last pass?

**Answer with the number of open doors.**

*Answer is an integer.* Just put the number without any decimal places if it’s an integer. If the answer is Infinity, output ***Infinity***.

**Question – 76**

# Daughters' Ages

Two MIT math grads bump into each other at Fairway on the upper west side. They haven’t seen each other in over 20 years.

The first grad says to the second: “how have you been?”

Second: “great! i got married and i have three daughters now”

First: “really? how old are they?”

Second: “well, the product of their ages is 72, and the sum of their ages is the same as the number on that building over there..”

First: “right, ok.. oh wait.. hmm, i still don’t know”

Second: “oh sorry, the oldest one just started to play the piano”

First: “wonderful! my oldest is the same age!”

How old are the daughters?  
Respond with daughter ages sorted in ascending order and concatenated together. No spaces.

**Question – 77**

# Jelly Beans Jars

You have three jars that are all mislabeled. One contains peanut butter jelly beans, another grape jelly jelly beans and the third has a mix of both (not necessarily half-half mix).

How many minimum jelly beans would you have to pull out to find out how to fix the labels on the jars?

Labels on jars are as follows

Jar 1 : Peanut butter

Jar 2 : Grape

Jar 3 : P.b. / Grape

*Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.

**Question – 78**

# Cross the Bridge

Four people are on this side of the bridge. Everyone has to get across.   
Problem is that it’s dark and so you can’t cross the bridge without a flashlight and they only have one flashlight.   
Plus the bridge is only big enough for two people to cross at once.   
The four people walk at different speeds:

* one fella is so fast it only takes him 1 minute to cross the bridge,
* another 2 minutes,
* a third 5 minutes,
* the last it takes 10 minutes to cross the bridge.

When two people cross the bridge together (sharing the flashlight), they both walk at the slower person’s pace. What is the minimum time required for all 4 to cross the bridge.

Respond with a number which represents the number of minutes.

*Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.

**Question – 79**

# The Tribe

There are two tribes in Mars, Lie tribe and Truth Tribe.  
Lie tribe always speaks lie, True tribe always speaks truth.

You meet three mars people and ask from the first Person:

Q: What tribe do you belong to?

He replies something in his language which you don’t understand.

Second person tells you that he is saying that he belongs to Lie Tribe.  
Third person says that second person is lying.

What tribe does the third person belong to?

**Question – 80**

# Divide the Cake

Consider a rectangular cake with a rectangular section (of any size or orientation) removed from it. Is it possible to divide the cake exactly in half with only one cut?

**Question – 81**

Which offer is better?

1) You are to make a statement. If the statement is true, you get exactly $10. If the statement is false, you get either less than or more than $10 but not exactly $10.

2) You are to make a statement. Regardless of whether the statement is true or false, you get more than $10.

**Question – 82**

# Find the Defective Ball

You have 12 balls all look identical (in shape, color etc.).   
All of them have same weight except one defective ball.   
You don’t know that the defective one is heavier or lighter than other balls. You can use a two sided balance system (not the electronic one).

Find the minimum no. of measures required to separate the defective ball.

**Question – 83**

# Prisoners and Poison

A bad king has a cellar of 1000 bottles of delightful and very expensive wine.

A neighboring queen plots to kill the bad king and sends a servant to poison the wine.   
Fortunately (or say unfortunately) the bad king’s guards catch the servant after he has only poisoned one bottle.   
Alas, the guards don’t know which bottle but know that the poison is so strong that even if diluted 100,000 times it would still kill the king.

Furthermore, it takes one month to have an effect. The bad king decides he will get some of the prisoners in his vast dungeons to drink the wine. Being a clever bad king he knows he needs to murder as less prisoners as possible – believing he can fob off such a low death rate – and will still be able to drink the rest of the wine (999 bottles) at his anniversary party in 5 weeks time.

In the worst case, what is the minimum number of prisoner he would have to kill in order to find out the poisoned bottle? Do note that the king wants to minimize the number of prisoners involved in the experiment. He might decide to kill every prisoner involved in the experiment if he feels that they may tell the world about his evil plans.

**Question – 84**

# World Trips

Consider three identical airplanes starting at the same airport. Each plane has a fuel tank that holds just enough fuel to allow the plane to travel half the distance around the world. These airplanes possess the special ability to transfer fuel between their tanks in mid-flight.   
What are the maximum around the world trips that airplane1 can make?

* **Case 1 :** *Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.
* **Case 2 :** *Floating point number.* Round it off to 2 decimal places and output it as I.xx where I is the integer part of the answer, and xx are 2 decimal digits after rounding off.

**Question – 85**

# Color of the Bear

A Bear has fallen from a height of 10m from ground. It reached ground in sqrt(2) seconds. Luckily it didn’t get hurt. What color is the bear?

Just output the color. For example, following are acceptable answers.

* White
* Black
* Pink
* Brown
* Yellow
* Red
* Blue
* Green

**Question – 86**

# One Mile on the Globe

How many points are there on the globe where by walking one mile south, one mile east and one mile north you reach the place where you started?

* **Case 1 :** *Answer is a function of N.* Output it with N with multipliers or divisor numbers following N. For example, N \* 2, N / 2, N \* 3 / 4.
* **Case 2 :** *Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.
* **Case 3 :** *Floating point number.* Round it off to 2 decimal places and output it as I.xx where I is the integer part of the answer, and xx are 2 decimal digits after rounding off.

**Question – 87**

# Divide Gold Bar

You’ve got someone working for you for seven days and a gold bar to pay him. The gold bar is segmented into seven connected pieces.
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You must give them a piece of gold at the end of every day. What are the fewest number of cuts to the bar of gold that will allow you to pay him 1/7th each day?

*Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.

**Question – 88**

# Quarters on a Table

Consider a two-player game played on a circular table of unspecified diameter.

![Shape, circle
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Each player has an infinite supply of coins, and take turns placing a coin on the table such that it is completely on the table and does not overlap with any other coins already played.

**A player wins if he makes the last legal move.**

Which player (if any) has a strategy that will guarantee a win? Assume that the diameter of the table is greater than the diameter of the coin.

**Question – 89**

# Measure Milk by Cans

There is a drum full of milk.   
People come for buying milk in the range of 1-40 litres.   
You can have only 4 cans to draw milk out of drum. Tell me what should be the measurement of these four cans so that you can measure any amount of milk in the range of 1-40 litres.

Note that the cans cannot be used more than once to refill from the drum.

**Output the numbers in ascending order space separated.**

**Question – 90**

# Light Switches in the Cellar

In your cellar there are three light switches in the OFF position. Each switch controls one of three light bulbs on floor above.   
You may move any of the switches but you may only go upstairs to inspect the bulbs.   
When upstairs, you cannot access the switches. What is the minimum number of times you need to go upstairs to determine the switch for each bulb?

Since your answer is a integer, just put the number without any decimal places if its an integer. If the answer is *Infinity*, output **Infinity.**

**Question – 91**

# Next Number II

Identify the next number in the sequence

31, 28, 31, 30, \_\_?

*Answer is a integer.* Just put the number without any decimal places if its an integer. If the answer is Infinity, output ***Infinity***.

**Question – 92**

# Eggs and Building

There is a building of 100 floors

If an egg drops from the Nth floor or above it will break. If it’s dropped from any floor below, it will not break. You’re given 2 eggs. Find N, while minimizing the number of drops for the worst case.

These are very strong eggs, because they can be dropped multiple times without breaking as long as they are dropped from floors below their “threshold” floor, floor N. But once an egg is dropped from a floor above it’s threshold floor, it will break.

Output the minimum number of drops required to figure out N.

**Question – 93**

# Ants on a Triangle

There are three ants on a triangle, one at each corner.   
At a given moment in time, they all set off for a corner at random.   
What is the probability that they don’t collide?

*Answer is a floating point number.* Round it off to 2 decimal places and output it as I.xx where I is the integer part of the answer, and xx are 2 decimal digits after rounding off.  
For example, if the answer is 2/3, the response should be 0.67

**Question – 94**

# All Unique Permutations

**Problem Description**

Given an array **A** of size **N** denoting collection of numbers that might contain duplicates, return all possible unique permutations.

NOTE: No 2 entries in the permutation sequence should be the same.

**Input Format**

Only argument is an integer array A of size N.

**Output Format**

Return a 2-D array denoting all possible unique permutation of the array.

**Example Input**

Input 1:  A = [1, 1, 2] Input 2:  A = [1, 2]

**Example Output**

Output 1:  [ [1, 1, 2] [1, 2, 1] [2, 1, 1] ] Output 2:  [ [1, 2] [2, 1] ]

**Question – 95**

# Kth Permutation Sequence

The set [1,2,3,…,n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for n = 3 ) :

1. "123"

2. "132"

3. "213"

4. "231"

5. "312"

6. "321"

Given n and k, return the kth permutation sequence.

For example, given n = 3, k = 4, ans = "231"

**Good questions to ask the interviewer :**

* What if n is greater than 10. How should multiple digit numbers be represented in string?

In this case, just concatenate the number to the answer.  
so if n = 11, k = 1, ans = "1234567891011"

* Whats the maximum value of n and k?

In this case, k will be a positive integer thats less than INT\_MAX.  
n is reasonable enough to make sure the answer does not bloat up a lot.

**Question – 96**

# Combination Sum

**Problem Description**

Given an array of candidate numbers **A** and a target number **B**, find all unique combinations in A where the candidate numbers sums to B.

The same repeated number may be chosen from A unlimited number of times.

**Note**:

1) All numbers (including target) will be positive integers.

2) Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).

3) The combinations themselves must be sorted in ascending order.

4) CombinationA > CombinationB iff (a1 > b1) OR (a1 = b1 AND a2 > b2) OR ... (a1 = b1 AND a2 = b2 AND ... ai = bi AND ai+1 > bi+1)

5) The solution set must not contain duplicate combinations.

**Problem Constraints**

1 <= |A| <= 20

1 <= A[i] <= 50

1 <= B <= 500

**Input Format**

The first argument is an integer array A.

The second argument is integer B.

**Output Format**

Return a vector of all combinations that sum up to B.

**Example Input**

Input 1:

A = [2, 3]

B = 2

Input 2:

A = [2, 3, 6, 7]

B = 7

**Example Output**

Output 1:

[ [2] ]

Output 2:

[ [2, 2, 3] , [7] ]

**Question – 97**

# Permutations

iven a collection of numbers, return all possible permutations.

**Example:**

[1,2,3] will have the following permutations:

[1,2,3]

[1,3,2]

[2,1,3]

[2,3,1]

[3,1,2]

[3,2,1]

**NOTE**

* No two entries in the permutation sequence should be the same.
* For the purpose of this problem, assume that all the numbers in the collection are unique.

**Warning :** DO NOT USE LIBRARY FUNCTION FOR GENERATING PERMUTATIONS.  
Example : next\_permutations in C++ / itertools.permutations in python.

**Question – 98**

# Generate all Parentheses II

Given n pairs of parentheses, write a function to generate all combinations of well-formed parentheses of length 2\*n.

For example, given n = 3, a solution set is:

"((()))", "(()())", "(())()", "()(())", "()()()"

Make sure the returned list of strings are sorted.

**Question – 99**

# Combination Sum II

Given a collection of candidate numbers (C) and a target number (T), find all unique combinations in C where the candidate numbers sums to T.

Each number in C may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).
* The solution set must not contain duplicate combinations.

**Example :**

Given candidate set 10,1,2,7,6,1,5 and target 8,

A solution set is:

[1, 7]

[1, 2, 5]

[2, 6]

[1, 1, 6]

**Warning :** DO NOT USE LIBRARY FUNCTION FOR GENERATING COMBINATIONS.  
Example : itertools.combinations in python.

**Question – 100**

# NQueens

The n-queens puzzle is the problem of placing n queens on an n×n chessboard such that no two queens attack each other.
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Given an integer n, return all distinct solutions to the n-queens puzzle.

Each solution contains a distinct board configuration of the n-queens’ placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

]

**Question – 101**

# Combinations

Given two integers n and k, return all possible combinations of k numbers out of 1 2 3 ... n.

Make sure the combinations are **sorted**.

To elaborate,

1. Within every entry, elements should be sorted. [1, 4] is a valid entry while [4, 1] is not.
2. Entries should be sorted within themselves.

**Example :**  
If n = 4 and k = 2, a solution is:

[

[1,2],

[1,3],

[1,4],

[2,3],

[2,4],

[3,4],

]

**Warning :** DO NOT USE LIBRARY FUNCTION FOR GENERATING COMBINATIONS.

**Question – 102**

# Sudoku

Write a program to solve a Sudoku puzzle by filling the empty cells.  
Empty cells are indicated by the character '.'   
You may assume that there will be only one unique solution.
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A sudoku puzzle,
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and its solution numbers marked in red.

**Example :**

For the above given diagrams, the corresponding input to your program will be

[[53..7....], [6..195...], [.98....6.], [8...6...3], [4..8.3..1], [7...2...6], [.6....28.], [...419..5], [....8..79]]

and we would expect your program to modify the above array of array of characters to

[[534678912], [672195348], [198342567], [859761423], [426853791], [713924856], [961537284], [287419635], [345286179]]

**Question – 103**

# Gray Code

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer n representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given n = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

There might be multiple gray code sequences possible for a given n.  
Return any such sequence.

**Question – 104**

# Subsets II

Given a collection of integers that might contain duplicates, S, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.
* The subsets must be sorted lexicographically.

**Example :**  
If S = [1,2,2], the solution is:

[

[],

[1],

[1,2],

[1,2,2],

[2],

[2, 2]

]

**Question – 105**

# Letter Phone

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.

![A picture containing electronics, calculator, hand, orange
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The digit 0 maps to 0 itself.  
The digit 1 maps to 1 itself.

Input: Digit string "23"

Output: ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

Make sure the returned strings are lexicographically sorted.

**Question – 106**

# Subset

Given a set of distinct integers, S, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.
* Also, the subsets should be sorted in ascending ( lexicographic ) order.
* The list is not necessarily sorted.

**Example :**

If S = [1,2,3], a solution is:

[

[],

[1],

[1, 2],

[1, 2, 3],

[1, 3],

[2],

[2, 3],

[3],

]

**Question – 107**

# Palindrome Partitioning

Given a string s, partition s such that every string of the partition is a palindrome.

Return all possible palindrome partitioning of s.

For example, given s = "aab",  
Return

[

["a","a","b"]

["aa","b"],

]

**Ordering the results in the answer :**

Entry i will come before Entry j if :

* len(Entryi[0]) < len(Entryj[0]) OR
* (len(Entryi[0]) == len(Entryj[0]) AND len(Entryi[1]) < len(Entryj[1])) OR  
  \*  
  \*  
  \*
* (len(Entryi[0]) == len(Entryj[0]) AND … len(Entryi[k] < len(Entryj[k]))

In the given example,  
["a", "a", "b"] comes before ["aa", "b"] because len("a") < len("aa")

**Question – 108**

# Substring Concatenation

You are given a string, S, and a list of words, L, that are all of the same length.

Find all starting indices of substring(s) in S that is a concatenation of each word in L exactly once and without any intervening characters.

**Example :**

S: "barfoothefoobarman"

L: ["foo", "bar"]

You should return the indices: [0,9].  
(order does not matter).

**Question – 109**

# Window String

Given a string S and a string T, find the minimum window in S which will contain all the characters in T in linear time complexity.  
Note that when the count of a character C in T is N, then the count of C in minimum window in S should be at least N.

**Example :**

S = "ADOBECODEBANC"

T = "ABC"

Minimum window is "BANC"

**Note:**

* If there is no such window in S that covers all characters in T, return the empty string ''.
* If there are multiple such windows, return the first occurring minimum window ( with minimum start index ).

**Question – 110**

# Longest Consecutive Sequence

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

**Example:**   
Given [100, 4, 200, 1, 3, 2],  
The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(n) complexity.

**Question – 111**

# 4 Sum

Given an array S of n integers, are there elements a, b, c, and d in S such that a + b + c + d = target? Find all unique quadruplets in the array which gives the sum of target.

**Note:**

* Elements in a quadruplet (a,b,c,d) must be in non-descending order. (ie, a ≤ b ≤ c ≤ d)
* The solution set must not contain duplicate quadruplets.

**Example :**   
Given array S = {1 0 -1 0 -2 2}, and target = 0  
A solution set is:

(-2, -1, 1, 2)

(-2, 0, 0, 2)

(-1, 0, 0, 1)

Also make sure that the solution set is lexicographically sorted.  
Solution[i] < Solution[j] iff Solution[i][0] < Solution[j][0] OR (Solution[i][0] == Solution[j][0] AND ... Solution[i][k] < Solution[j][k])

**Question – 112**

# Anagrams

Given an array of strings, return all groups of strings that are anagrams. Represent a group by a list of integers representing the index in the original list. Look at the sample case for clarification.

**Anagram :** a word, phrase, or name formed by rearranging the letters of another, such as 'spar', formed from 'rasp'

**Note:** All inputs will be in lower-case.

**Example :**

Input : cat dog god tca

Output : [[1, 4], [2, 3]]

cat and tca are anagrams which correspond to index 1 and 4.   
dog and god are another set of anagrams which correspond to index 2 and 3.  
The indices are 1 based ( the first element has index 1 instead of index 0).

**Ordering of the result :** You should not change the relative ordering of the words / phrases within the group. Within a group containing A[i] and A[j], A[i] comes before A[j] if i < j.

**Question – 113**

# Fraction

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

**Example :**

Given numerator = 1, denominator = 2, return "0.5"

Given numerator = 2, denominator = 1, return "2"

Given numerator = 2, denominator = 3, return "0.(6)"

**Question – 114**

# Points on the Straight Line

Given n points on a 2D plane, find the maximum number of points that lie on the same straight line.

Sample Input :

(1, 1)

(2, 2)

Sample Output :

2

You will be given 2 arrays X and Y. Each point is represented by (X[i], Y[i])

**Question – 115**

# 2 Sum

**Problem Description**

Given an array of integers, find two numbers such that they add up to a specific target number.

The function **twoSum** should return indices of the two numbers such that they add up to the target, where **index1** < **index2**. Please note that your returned answers (both **index1** and **index2** ) are not zero-based. Put both these numbers in order in an array and return the array from your function ( Looking at the function signature will make things clearer ). Note that, if no pair exists, return empty list.

If multiple solutions exist, output the one where **index2** is minimum. If there are multiple solutions with the minimum **index2**, choose the one with minimum **index1** out of them. Input: [2, 7, 11, 15], target=9 Output: index1 = 1, index2 = 2

**Question – 116**

# Valid Sudoku

Determine if a Sudoku is valid, according to: http://sudoku.com.au/TheRules.aspx

The Sudoku board could be partially filled, where empty cells are filled with the character ‘.’.

![A picture containing text, crossword puzzle
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The input corresponding to the above configuration :

["53..7....", "6..195...", ".98....6.", "8...6...3", "4..8.3..1", "7...2...6", ".6....28.", "...419..5", "....8..79"]

A partially filled sudoku which is valid.

**Note:**

* A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated.

**Return 0 / 1 ( 0 for false, 1 for true ) for this problem**

**Question – 117**

# Copy List

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or NULL.

Return a deep copy of the list.

**Example**

Given list

1 -> 2 -> 3

with random pointers going from

1 -> 3

2 -> 1

3 -> 1

You should return a deep copy of the list. The returned answer should not contain the same node as the original list, but a copy of them. The pointers in the returned list should not link to any node in the original input list.

**Question – 118**

# Diffk II

Given an array A of integers and another non negative integer k, find if there exists 2 indices i and j such that A[i] - A[j] = k, i != j.

**Example :**

Input :

A : [1 5 3]

k : 2

Output :

1

as 3 - 1 = 2

* Return 0 / 1 for this problem.

**Question – 119**

# Longest Substring Without Repeat

Given a string,   
find the length of the longest substring without repeating characters.

**Example:**

The longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3.

For "bbbbb" the longest substring is "b", with the length of 1.

**Question – 120**

# Diffk

Given an array ‘A’ of sorted integers and another non negative integer k, find if there exists 2 indices i and j such that A[i] - A[j] = k, i != j.

**Example:**

Input :

A : [1 3 5]

k : 4

Output : YES

as 5 - 1 = 4

Return 0 / 1 ( 0 for false, 1 for true ) for this problem

Try doing this in less than linear space complexity.

**Question – 121**

# Intersection Of Sorted Arrays

**Problem Description**

Find the intersection of two sorted arrays. OR in other words, Given 2 sorted arrays, find all the elements which occur in both the arrays.

**Example:**

Input:

A: [1 2 3 3 4 5 6]

B: [3 3 5]

Output: [3 3 5]

Input:

A: [1 2 3 3 4 5 6]

B: [3 5]

Output: [3 5]

**NOTE : For the purpose of this problem ( as also conveyed by the sample case ), assume that elements that appear more than once in both arrays should be included multiple times in the final output.**

**Question – 122**

# Merge Two Sorted Lists II

Given two sorted integer arrays A and B, merge B into A as one sorted array.

**Note**: You have to modify the array A to contain the merge of A and B. Do not output anything in your code.  
**TIP**: C users, please malloc the result into a new array and return the result.

If the number of elements initialized in A and B are m and n respectively, the resulting size of array A after your code is executed should be m + n

**Example :**

Input :

A : [1 5 8]

B : [6 9]

Modified A : [1 5 6 8 9]

**Question – 123**

# 3 Sum

Given an array S of n integers, find three integers in S such that the sum is closest to a given number, target.   
Return the sum of the three integers.

*Assume that there will only be one solution*

**Example:**   
given array S = {-1 2 1 -4},   
and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2)

**Question – 124**

# Remove Duplicates from Sorted Array

**Problem Description**

Given a sorted array **A** consisting of duplicate elements.

Your task is to remove all the duplicates and return a sorted array of distinct elements consisting of all distinct elements present in **A**.

But, instead of returning an answer array, you have to **rearrange the given array in-place** such that it resembles what has been described above. Hence, return a single integer, the index(1-based) till which the answer array would reside in the given array **A**.

**Note**: This integer is the same as the number of integers remaining inside **A** had we removed all the duplicates. Look at the example explanations for better understanding.

**Input Format**

First and only argurment containing the integer array A.

**Output Format**

Return a single integer, as per the problem given.

**Example Input**

Input 1:

A = [1, 1, 2]

Input 2:

A = [1, 2, 2, 3, 3]

**Example Output**

Output 1:

2

Output 2:

3

**Question – 125**

# Sort by Color

Given an array with n objects colored red, white or blue,   
sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

*Note: Using library sort function is not allowed.*

**Example :**

Input : [0 1 2 0 1 2]

Modify array so that it becomes : [0 0 1 1 2 2]

**Question – 126**

# Array 3 Pointers

You are given 3 arrays A, B and C. All 3 of the arrays are sorted.

Find i, j, k such that :  
max(abs(A[i] - B[j]), abs(B[j] - C[k]), abs(C[k] - A[i])) is minimized.  
Return the minimum max(abs(A[i] - B[j]), abs(B[j] - C[k]), abs(C[k] - A[i]))

\*\*abs(x) is absolute value of x and is implemented in the following manner : \*\*

if (x < 0) return -x;

else return x;

**Example :**

Input :

A : [1, 4, 10]

B : [2, 15, 20]

C : [10, 12]

Output : 5

With 10 from A, 15 from B and 10 from C.

**Question – 127**

# Container With Most Water

Given **n non-negative integers a1, a2, ..., an,**  
where each represents a point at coordinate (i, ai).  
'n' vertical lines are drawn such that the two endpoints of line i is at (i, ai) and (i, 0).

Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Your program should return an integer which corresponds to the maximum area of water that can be contained ( Yes, we know maximum area instead of maximum volume sounds weird. But this is 2D plane we are working with for simplicity ).

**Note:** You may not slant the container.

**Example :**

Input : [1, 5, 4, 3]

Output : 6

Explanation : 5 and 3 are distance 2 apart. So size of the base = 2. Height of container = min(5, 3) = 3.

So total area = 3 \* 2 = 6

**Question – 128**

# 3 Sum Zero

Given an array S of n integers, are there elements a, b, c in S such that a + b + c = 0?   
Find all unique triplets in the array which gives the sum of zero.

**Note:**

Elements in a triplet (a,b,c) must be in non-descending order. (ie, a ≤ b ≤ c)  
The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:  
(-1, 0, 1)  
(-1, -1, 2)

**Question – 129**

# Remove Duplicates from Sorted Array II

**Remove Duplicates from Sorted Array**

Given a sorted array, remove the duplicates in place such that each element can appear atmost twice and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

**Note that even though we want you to return the new length, make sure to change the original array as well in place**

For example,  
Given input array A = [1,1,1,2],

Your function should return length = 3, and A is now [1,1,2].

**Question – 130**

# Remove Element from Array

**Remove Element**

Given an array and a value, remove all the instances of that value in the array.   
Also return the number of elements left in the array after the operation.  
It does not matter what is left beyond the expected length.

**Example:**  
If array A is [4, 1, 1, 2, 1, 3]  
and value elem is 1,   
then new length is 3, and A is now [4, 2, 3]

Try to do it in less than linear additional space complexity.

**Question – 131**

# Implement StrStr

**Problem Description**

Another question which belongs to the category of questions which are intentionally stated vaguely.  
  
Expectation is that you will ask for correct clarification or you will state your assumptions before you start coding.  
  
**Implement strStr().**  
strstr - locate a substring ( needle ) in a string ( haystack ).  
  
**Try not to use standard library string functions for this question.**  
  
Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.  
  
**NOTE:**String A is haystack, B is needle.  
  
**Good clarification questions:**

1. What should be the return value if the needle is empty?
2. What if both haystack and needle are empty?

For the purpose of this problem, assume that the return value should be -1 in both cases.

**Question – 132**

# Integer To Roman

Given an integer **A**, convert it to a roman numeral, and return a string corresponding to its roman numeral version

**Note :** This question has a lot of scope of clarification from the interviewer. Please take a moment to think of all the needed clarifications and see the expected response using “See Expected Output”

**Input Format**

The only argument given is integer A.

**Output Format**

Return a string denoting roman numeral version of A.

**Constraints**

1 <= A <= 3999

**For Example**

Input 1:

A = 5

Output 1:

"V"

Input 2:

A = 14

Output 2:

"XIV"

**Question – 133**

# Longest Common Prefix

**Problem Description**

Given the array of strings **A**, you need to find the longest string **S** which is the prefix of **ALL** the strings in the array.

Longest common prefix for a pair of strings **S1** and **S2** is the longest string **S** which is the prefix of both **S1** and **S2**.

**For Example:** longest common prefix of "abcdefgh" and "abcefgh" is "abc".

**Input Format**

The only argument given is an array of strings A.

**Output Format**

Return the longest common prefix of all strings in A.

**Example Input**

Input 1:

A = ["abcdefgh", "aefghijk", "abcefgh"]

Input 2:

A = ["abab", "ab", "abcd"];

**Example Output**

Output 1:

"a"

Output 2:

"ab"

**Question – 134**

# Roman To Integer

Given a string **A** representing a roman numeral.  
Convert **A** into integer.

**A** is guaranteed to be within the range from **1** to **3999**.

**NOTE**: Read more   
details about roman numerals at [Roman Numeric System](https://en.wikipedia.org/wiki/Roman_numerals#Roman_numeric_system)

**Input Format**

The only argument given is string A.

**Output Format**

Return an integer which is the integer verison of roman numeral string.

**For Example**

Input 1:

A = "XIV"

Output 1:

14

Input 2:

A = "XX"

Output 2:

20

**Question – 135**

# Length of Last Word

**Problem Description**

Given a string **s** consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return **0**.

Note: A word is defined as a character sequence consists of non-space characters only.

**Example:**

Given s = "Hello World",

return 5 as length("World") = 5.

Please make sure you try to solve this problem without using library functions. Make sure you only traverse the string once.

**Question – 136**

# Multiply Strings

Given two numbers represented as strings, return multiplication of the numbers as a string.

**Note:** The numbers can be arbitrarily large and are non-negative.  
**Note2:** Your answer should not have leading zeroes. For example, 00 is not a valid answer.

For example,   
given strings "12", "10", your answer should be “120”.

**NOTE** : DO NOT USE BIG INTEGER LIBRARIES ( WHICH ARE AVAILABLE IN JAVA / PYTHON ).

**Question – 137**

# Zigzag String

The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P.......A........H.......N

..A..P....L....S....I...I....G

....Y.........I........R

And then read line by line: PAHNAPLSIIGYIR  
Write the code that will take a string and make this conversion given a number of rows:

string convert(string text, int nRows);

convert("PAYPALISHIRING", 3) should return "PAHNAPLSIIGYIR"

\*\*Example 2 : \*\*  
ABCD, 2 can be written as

A....C

...B....D

and hence the answer would be ACBD.

**Question – 138**

# Atoi

Implement atoi to convert a string to an integer.

**Example :**

Input : "9 2704"

Output : 9

*Note: There might be multiple corner cases here. Clarify all your doubts using “See Expected Output”.*

**Questions:**

**Q1.** Does string contain whitespace characters before the number?  
**A.** Yes

**Q2.** Can the string have garbage characters after the number?  
**A.** Yes. Ignore it.

**Q3.** If no numeric character is found before encountering garbage characters, what should I do?  
**A.** Return 0.

**Q4.** What if the integer overflows?  
**A.** Return INT\_MAX if the number is positive, INT\_MIN otherwise.

**Warning : DO NOT USE LIBRARY FUNCTION FOR ATOI.**

**Question – 139**

# Valid Ip Addresses

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

A valid IP address must be in the form of A.B.C.D, where A,B,C and D are numbers from 0-255. The numbers cannot be 0 prefixed unless they are 0.

**Example:**

Given “25525511135”,

return [“255.255.11.135”, “255.255.111.35”]. (Make sure the returned strings are sorted in order)

**Question – 140**

# Compare Version Numbers

Compare two version numbers version1 and version2.

* If version1 > version2 return 1,
* If version1 < version2 return -1,
* otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.  
The . character does not represent a decimal point and is used to separate number sequences.  
For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

Here is an example of version numbers ordering:

0.1 < 1.1 < 1.2 < 1.13 < 1.13.4

**Question – 141**

# Longest Palindromic Substring

**Problem Description**

Given a string A of size N, find and return the **longest palindromic substring** in A.

Substring of string A is A[i...j] where 0 <= i <= j < len(A)

**Palindrome string:**  
A string which reads the same backwards. More formally, A is palindrome if reverse(A) = A.

**Incase of conflict**, return the substring which occurs first ( with the least starting index).

**Input Format**

First and only argument is a string A.

**Output Format**

Return a string denoting the longest palindromic substring of string A.

**Example Input**

A = "aaaabaaa"

**Example Output**

"aaabaaa"

**Question – 142**

# Pretty Json

Given a string **A** representating json object. Return an array of string denoting json object with proper indentaion.

Rules for proper indentaion:

* Every inner brace should increase one indentation to the following lines.
* Every close brace should decrease one indentation to the same line and the following lines.
* **The indents can be increased with an additional ‘\t’**

**Note**:

1. [] and {} are only acceptable braces in this case.
2. Assume for this problem that space characters can be done away with.

**Input Format**

The only argument given is the integer array A.

**Output Format**

Return a list of strings, where each entry corresponds to a single line. The strings should not have "\n" character in them.

**For Example**

Input 1:

A = "{A:"B",C:{D:"E",F:{G:"H",I:"J"}}}"

Output 1:

{

A:"B",

C:

{

D:"E",

F:

{

G:"H",

I:"J"

}

}

}

Input 2:

A = ["foo", {"bar":["baz",null,1.0,2]}]

Output 2:

[

"foo",

{

"bar":

[

"baz",

null,

1.0,

2

]

}

]

**Question – 143**

# Count And Say

**Problem Description**

The count-and-say sequence is the sequence of integers beginning as follows:  1, 11, 21, 1211, 111221, ... 1 is read off as one 1 or 11. 11 is read off as two 1s or 21.

21 is read off as one 2, then one 1 or 1211.

Given an integer n, generate the nth sequence.

Note: The sequence of integers will be represented as a string.

**Example:**

if n = 2, the sequence is 11.

**Question – 144**

# Justified Text

**Problem Description**

Given an array of words and a length **L**, format the text such that each line has exactly **L** characters and is fully (left and right) justified. You should pack your words in a greedy approach; that is, pack as many words as you can in each line.

Pad extra spaces ' ' when necessary so that each line has exactly **L** characters. Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right. For the last line of text, it should be left justified and no extra space is inserted between words.

Your program should return a list of strings, where each string represents a single line.

**Example:**

words: ["This", "is", "an", "example", "of", "text", "justification."]

L: 16.

Return the formatted lines as:

[

"This is an",

"example of text",

"justification. "

]

Note: Each word is guaranteed not to exceed L in length.

**Question – 145**

# Add Binary Strings

**Problem Description**

Given two binary strings, return their sum (also a binary string).

**Example:**

a = "100"

b = "11"

Return a + b = "111".

**Question – 146**

# Reverse the String

Given a string **A**.

Return the string **A** after reversing the string word by word.

**NOTE**:

1. A sequence of non-space characters constitutes a word.
2. Your reversed string should not contain leading or trailing spaces, even if it is present in the input string.
3. If there are multiple spaces between words, reduce them to a single space in the reversed string.

**Input Format**

The only argument given is string A.

**Output Format**

Return the string A after reversing the string word by word.

**For Example**

Input 1:

A = "the sky is blue"

Output 1:

"blue is sky the"

Input 2:

A = "this is ib"

Output 2:

"ib is this"

**Question – 147**

# Reverse Bits

**Problem Description**

Reverse the bits of an **32** bit unsigned integer A.

**Problem Constraints**

0 <= A <= 232

**Input Format**

First and only argument of input contains an integer A.

**Output Format**

Return a single unsigned integer denoting the decimal value of reversed bits.

**Example Input**

Input 1:

0

Input 2:

3

**Example Output**

Output 1:

0

Output 2:

3221225472

**Question – 148**

# Number of 1 Bits

**Problem Description**

Write a function that takes an integer and returns the number of 1 bits it has.

**Problem Constraints**

1 <= A <= 109

**Input Format**

First and only argument contains integer A

**Output Format**

Return an integer as the answer

**Example Input**

**Input1:**

11

**Example Output**

**Output1:**

3

**Question – 149**

# Single Number

**Problem Description**

Given an array of integers **A**, every element appears twice except for one. Find that single one.  
  
**NOTE:** Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Problem Constraints**

* 2 <= **|A|** <= 2000000
* 0 <= A[i] <= INTMAX

**Input Format**

First and only argument of input contains an integer array A.

**Output Format**

Return a single integer denoting the single element.

**Example Input**

Input 1:

A = [1, 2, 2, 3, 1]

Input 2:

A = [1, 2, 2]

**Example Output**

Output 1:

3

Output 2:

1

**Question – 150**

# Divide Integers

Divide two integers without using multiplication, division and mod operator.

Return the floor of the result of the division.

**Example:**

5 / 2 = 2

**Also, consider if there can be overflow cases. For overflow case, return INT\_MAX.**

Note: INT\_MAX = 2^31 - 1